**2D Convolution ( Image Filtering )**

As in one-dimensional signals, images also can be filtered with various low-pass filters (LPF), high-pass filters (HPF), etc. LPF helps in removing noise, blurring images, etc. HPF filters help in finding edges in images.

OpenCV provides a function [**cv.filter2D()**](https://docs.opencv.org/master/d4/d86/group__imgproc__filter.html#ga27c049795ce870216ddfb366086b5a04) to convolve a kernel with an image. As an example, we will try an averaging filter on an image. A 5x5 averaging filter kernel will look like the below:

K=125⎡⎣⎢⎢⎢⎢⎢⎢1111111111111111111111111⎤⎦⎥⎥⎥⎥⎥⎥

The operation works like this: keep this kernel above a pixel, add all the 25 pixels below this kernel, take the average, and replace the central pixel with the new average value. This operation is continued for all the pixels in the image. Try this code and check the result:

import numpy as np

import cv2 as cv

from matplotlib import pyplot as plt

img = [cv.imread](https://docs.opencv.org/master/d4/da8/group__imgcodecs.html#ga288b8b3da0892bd651fce07b3bbd3a56)('opencv\_logo.png')

kernel = np.ones((5,5),np.float32)/25

dst = [cv.filter2D](https://docs.opencv.org/master/d4/d86/group__imgproc__filter.html#ga27c049795ce870216ddfb366086b5a04)(img,-1,kernel)

plt.subplot(121),plt.imshow(img),plt.title('Original')

plt.xticks([]), plt.yticks([])

plt.subplot(122),plt.imshow(dst),plt.title('Averaging')

plt.xticks([]), plt.yticks([])

plt.show()

Result:
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**image**

[◆](https://docs.opencv.org/master/d4/d86/group__imgproc__filter.html#ga27c049795ce870216ddfb366086b5a04)filter2D()

|  |  |  |  |
| --- | --- | --- | --- |
| void cv::filter2D | ( | [**InputArray**](https://docs.opencv.org/master/dc/d84/group__core__basic.html#ga353a9de602fe76c709e12074a6f362ba) | src, |
|  |  | [**OutputArray**](https://docs.opencv.org/master/dc/d84/group__core__basic.html#gaad17fda1d0f0d1ee069aebb1df2913c0) | dst, |
|  |  | int | ddepth, |
|  |  | [**InputArray**](https://docs.opencv.org/master/dc/d84/group__core__basic.html#ga353a9de602fe76c709e12074a6f362ba) | kernel, |
|  |  | [**Point**](https://docs.opencv.org/master/dc/d84/group__core__basic.html#ga1e83eafb2d26b3c93f09e8338bcab192) | anchor = [**Point**](https://docs.opencv.org/master/dc/d84/group__core__basic.html#ga1e83eafb2d26b3c93f09e8338bcab192)(-1,-1), |
|  |  | double | delta = 0, |
|  |  | int | borderType = [**BORDER\_DEFAULT**](https://docs.opencv.org/master/d2/de8/group__core__array.html#gga209f2f4869e304c82d07739337eae7c5afe14c13a4ea8b8e3b3ef399013dbae01) |
|  | ) |  |  |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Python:** | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | | |
|  | dst | = | cv.filter2D( | src, ddepth, kernel[, dst[, anchor[, delta[, borderType]]]] | ) |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

#include <[**opencv2/imgproc.hpp**](https://docs.opencv.org/master/d1/d4f/imgproc_2include_2opencv2_2imgproc_8hpp.html)>

Convolves an image with the kernel.

The function applies an arbitrary linear filter to an image. In-place operation is supported. When the aperture is partially outside the image, the function interpolates outlier pixel values according to the specified border mode.

The function does actually compute correlation, not the convolution:

dst(x,y)=∑0≤y′<kernel.rows0≤x′<kernel.cols,kernel(x′,y′)∗src(x+x′−anchor.x,y+y′−anchor.y)

That is, the kernel is not mirrored around the anchor point. If you need a real convolution, flip the kernel using [**flip**](https://docs.opencv.org/master/d2/de8/group__core__array.html#gaca7be533e3dac7feb70fc60635adf441) and set the new anchor to (kernel.cols - anchor.x - 1, kernel.rows - anchor.y - 1).

The function uses the DFT-based algorithm in case of sufficiently large kernels (~11 x 11 or larger) and the direct algorithm for small kernels.

**Parameters**

|  |  |
| --- | --- |
| **src** | input image. |
| **dst** | output image of the same size and the same number of channels as src. |
| **ddepth** | desired depth(sort of claity) of the destination image, see [**combinations**](https://docs.opencv.org/master/d4/d86/group__imgproc__filter.html#filter_depths) |
| **kernel** | convolution kernel (or rather a correlation kernel), a single-channel floating point matrix; if you want to apply different kernels to different channels, split the image into separate color planes using split and process them individually. |
| **anchor** | anchor of the kernel that indicates the relative position of a filtered point within the kernel; the anchor should lie within the kernel; default value (-1,-1) means that the anchor is at the kernel center. |
| **delta** | optional value added to the filtered pixels before storing them in dst. |
| **borderType** | pixel extrapolation method, see **[BorderTypes](https://docs.opencv.org/master/d2/de8/group__core__array.html" \l "ga209f2f4869e304c82d07739337eae7c5)**(**Extrapolation** is an estimation of a value based on extending a known sequence of values or facts beyond the area that is certainly known.) |

* Smoothing, also called blurring, is a simple and frequently used image processing operation.
* There are many reasons for smoothing. In this tutorial we will focus on smoothing in order to reduce noise (other uses will be seen in the following tutorials).
* To perform a smoothing operation we will apply a filter to our image. The most common type of filters are linear, in which an output pixel’s value (i.e. ![g(i,j)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAUBAMAAADmX9mLAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASN2vYPP7dBidMs+/6YsdLXkvAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABCklEQVQY02NgwAeYHZA4MnDWQQaGoxAW9wUGxgNQUY4LDAz3G8BM1gQGBg2oMN8EhBFA2ZlQJo8Dik3eQCykZMTAvYCBMwciNHUDA8NSBgaWjwz6DLwNDOVqYFH2aqDZbUArDBjsGViBAtMgqjk/MDDwMzDIOzCYMbAB+U+htgOFgdz6BqjwVIgwO0R4/gKgMC+GcP0EBlMGJqBjzRgapjbAhdl+OqcycAsAtVkL2E+ACAM1M4ZtPMvAXMDAsCyEgfcCxCXSYOPuMLAYgBmMQGGeAAaGl8BQYuD4wsBwAWId0BBeIN4B9NEDJmA4ekKCBoiLgE5/AIyA1Osg7QIg4VWQsBTBjCYOCAUAeqg17dWD4h4AAAAASUVORK5CYII=)) is determined as a weighted sum of input pixel values (i.e. ![f(i+k,j+l)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGcAAAAUBAMAAABi2T6lAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr93zYM+/SPuLGHTpMp01AIqTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABeklEQVQ4y2NgIB+IEKeM15OBoQzMEjJhYCtgYDNAkmRRfgBjxiBruvafgYE9AchgDEhnWMPAwPMLWbYerskCxaoIINYCYo4JDAzzEMLTwSQHXBMXsjBDBhC/A+L1GxgYUhCaxMEk8wM030CEGZKB2JWBoVT/6ASGWAaGFwnIsjwPGHLADD5TDE2XQTYVMDCcYuDe1IBqE6sWmLE7AkUTKFhWQDUBQ44PTVMk1F3vMTTxgzQ5MDAANXAaoGgSugDVNB9FUxAokID4PkQTH0jTmjNnes6cCQBKnN8A1bQfWRiuqR4ofQCqCW4kx8TvSJoQNikhaQJ6mrGBC0mWf4JGAcPjBRiadLgKwJr8gZEbDrTpYziKpsVfteQfYGjKz1nAwAOk7wHNkwamxWYH5IBw4DUu4DmAEXoV5sCYhTrcESPqQYD9ADQ6UYVhaY4HITQXweQGOe8chnAULCs8wJZ72EAaFdBFOSfAWOXYNN1lQEn/UFBCOK8uwCYIAFPAWZOCm9MDAAAAAElFTkSuQmCC)) :

![g(i,j) = \sum_{k,l} f(i+k, j+l) h(k,l)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPsAAAAqBAMAAACHPjAfAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASN2vYPP7dBidMs+/6YsdLXkvAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADtUlEQVRYw+2XTUhUURTH//Ph+Gbee+MrJAoDQ0jcSCJ9QYWPbBNBWWi0CBJiKCJIIiho0WuRO2k2Cq2cRQVK0NgiKqgMqkVgDi1KqMmBaCGEJkXfMZ37vu59d4Zskb6NB4R7j+d/f++ce97xCSxsibJnWYRgevn5rGO5MPCpcmGRCTFT2KyVf9vxvUKw8d/OvVpCZLyaKLVX5DwCnjgrtSAKvMu3xG17NzQDWpfgiq/32kIVK5Wa/Mgo8SP2iZrBw26UwTkKaaYdRE0v0CLh4+W8WKn8IwxQR3wTQxq9c5mem0q7qIXLbWwzIIThNjgnLbQ0PcUVuYYPP4u1KAEz/i5tOM6soOdujfDJLHQbPyOGPQXnaGaAtkfGX/4ibvqAx7wWDqdGeiddN7uheB5RG/9YDHviclY2tUPNIXnScQ9Sna/J+GS5zV83bHhdwj1gaFzk6FlM+PogPtWF6NYdx8BEfpiNJ058HhugWzjbbHtrz1O5+is6+MgPIXs6eQq1p3uD2astvp67WSMqvdAPn8kwkR8G3IfNqWlDB2poPeQmSr1axxatRWZuyzf+DuIpqaSEf8D1QTw+srt/aov8MBtPnEYTm5Gg9Xu3lUieqMheK5c4nhqF0OmuAL49x/UCfh1YMF35nC3yw3ALNueC5eIHHXdtVbxyil/+TQefJLxSLL4sFl+zk6b7uJ67Zbwf5uGHc4TXF8LjgPCK0wkFB8/TTLyb53rujjr4hI0vCGFocrPPYhObDPQQ1qAl4AN3rx4P4ql/Yr2KwKkrNRvw9AK+cNHHWy1CGFoVg3ES3zszUCl4eJvRkXXkekXycwZf76M2GKPsP40F8Jd+tnh64cX7NcWyrsviwnZzTAjD5ITFOJGDYxOIUULXu6EXnM5tkOmRr8JmhB5+C73OGVNsPTPVY3h67o5kDETy0E30dzORH4ZV+z3OG8SdxooUnEExI+P72yRHpzzeAvqg25/onUIY3CmsQPlsdwVrm6w9l3BHxr+o+ALhhwufIJ4+6FYtSVTrPQ9x+ktRmp67nZuin9MkLUkw9ZCMj1f97HL1ks3KIs17cuLEMq9YPexajTqVqv9b47m2ohp+NPi30y21KYtG3W195QlKlVMDjbeAKf//S6yi8ZbWpnt8yy89XStzCwEfP8vNwLIt21LaTtZya0ph4VU2OGPjYeFjJg3TdIj4D4QPbfbGdveFidfewv5XMSz8+1yYeHXX/tUn0s9yYWVvDBp3I0fDHD0j4U6+c+HiF+Xi/wDjwShTMEJeRwAAAABJRU5ErkJggg==)

![h(k,l)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAATBAMAAAAg4UMRAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYPO/GK/p3ft0nYtIzzJShyrsAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABE0lEQVQY02NgIARYBRDshxsYeAwYGIQ+g3k2DOJaUAk++w8MDIcZGFi+gngsCQw8v2B6eBsYGNgdGBhSQRzuBQwMXTAZZqAMF1CgFMwBWqMFl1FgYGC8AJRxzZjAwPuAgSGLgTkBLsMHxEmWEgoMbA4gPdcdIPYAFbA0gOwBmssEFNDi3cAAl2H4AFLK/YGBA8hWrYO5rQBINCDJtP1Ek+kCybAB2d3xByAy7EgyLCCP/WbvYeBSAckk+IBlfjFwfjXkBSr/zaJ/3RUUEMyfUxgYgK5IZGBpEmCdwMCgyPBIhyENKMPTdICB5wLUUsYAKOMYlAYFFwQkQOlZMPc5wGSkoLQBlN4Njy0eiIv5HkC5AgwAyxw5w9agXoAAAAAASUVORK5CYII=) is called the kernel, which is nothing more than the coefficients of the filter.

It helps to visualize a filter as a window of coefficients sliding across the image.

* There are many kind of filters, here we will mention the most used:

### Normalized Box Filter

* This filter is the simplest of all! Each output pixel is the mean of its kernel neighbors ( all of them contribute with equal weights)
* The kernel is below:

![K = \dfrac{1}{K_{width} \cdot K_{height}} \begin{bmatrix}
    1 & 1 & 1 & ... & 1 \\
    1 & 1 & 1 & ... & 1 \\
    . & . & . & ... & 1 \\
    . & . & . & ... & 1 \\
    1 & 1 & 1 & ... & 1
   \end{bmatrix}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR0AAABvCAMAAADmKeQ3AAAAM1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADxgEwMAAAAEHRSTlMAz0iv+zK/8xjdnemLYHR8nN8hawAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA7NJREFUeNrtne2WgiAQhgFBBcPl/q92QTNtc+ismkC+/Oh0GF6JJxkZxw/GMi9uKGf32gy9CpY9HdP7cnavNnRaAp3pJ6qqXm1A1dOGaFmoyqEjOuf0ipmqpw3R8qQqad8Rjq8PiKinDXE+s6okOowaLAlhEx0GOt9Ih3CyVD1tiHdYgw7oXIsO/A7ogE6+dG7q6eNL6LQEBaqeMJgQKcwfMVVRdOr1H0vVEwYhzfIjpipqZl2pa9ABHdABHdABHdC5JB3kJGg6yEnE9x3kJHAGA3Q+QwfnlUEHdA4rMp3fkfnTeT/Yj9H5cNm2Wr3GMWvbavXjdLLJSYgD9tIvzkkcSufrchJH0vm+MxiuBh3QAR34HdD5Ljo/6ej8YN9J1nVbIJ0/OQk+3t8jXHU8nVoURuc1J8FlQCZrlmU5e9/5m5Pgjf+Xm0zhnO93VuhozkCHolNrBjov6/s7HZMvnPR0nOuWZt3NpQUdeXvGA7/zfEQ3704Au5NLVnRY5TT2nXU64Z9a4MnV76ynEOh6wvDPnMRAh9WZ7j0POtTsJ73CuuG/OQk+NuLSZk1nPYVA1xOGj+Qk9sSqu+LcMs5g7IlV92gLobMjVt2jLYfO1lh1j7YYOptj1T3aUuhsj1X3aAuh41aCMcPHg+B95W+5faP908I8phslLeaYtRKrqrve0xFhoPy2XFk04lX71OKhXxgEL/SITseqno4NNtM/rbvsq9ZQD6maDFanpbPtPok5VjWNYsp/qa3twmqzMn5m9XVjFDOmWjtwL+LcqUVrqq596PXDMG4nGZ2t90ksYtXaMCNbPx4/Fh/LVeO+E2ZEVfk4JaqdWmgVNhP0fjNBPxls4pm17T6JRax6q5XlPasUs350jV3Q8d9lVHtv0Up7898GvRjp3KWp6Wy7bnARqwptPCHm3WhfjVf1Tn6nJujM2nsL5YbpE/SuHfSTNLXf2X1VZessU03woj1vlUelAp2GqWGIjqmIdmoheybsoG+8Xs6GYTtJ6ey91j38vV0YQ+sjSyt13/C2lVqwym9P6xidqUUv9e2hN81sGLZTNJ3DPaHOaK2cFx0/o6pbTnSyuj+r6mJwxhmchs7pXRcQhRZ6b1+anEQhdBLlJAqhk3NO4jp+J4uuQQd0QAd0QAd0QOeSdPDsJpoOnt30JpLAs5tikx9PJwKdzXTw/B3QAR34HdABnWvRwfskIga8TyJmQE7igmcwQAd0QOfIn9grX87uNfQpSqCT5C3OspC3OLdDSdTrL8iQP4hcabFBAAAAAElFTkSuQmCC)

### Gaussian Filter

* Probably the most useful filter (although not the fastest). Gaussian filtering is done by convolving each point in the input array with a Gaussian kernel and then summing them all to produce the output array.
* Just to make the picture clearer, remember how a 1D Gaussian kernel look like?

![../../../../_images/Smoothing_Tutorial_theory_gaussian_0.jpg](data:image/jpeg;base64,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)

Assuming that an image is 1D, you can notice that the pixel located in the middle would have the biggest weight. The weight of its neighbors decreases as the spatial distance between them and the center pixel increases.

**Note**

Remember that a 2D Gaussian can be represented as :

![G_{0}(x, y) = A  e^{ \dfrac{ -(x - \mu_{x})^{2} }{ 2\sigma^{2}_{x} } +  \dfrac{ -(y - \mu_{y})^{2} }{ 2\sigma^{2}_{y} } }](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASkAAAA1BAMAAADv1ADlAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAi8/p+69IGPMydN1gv51dnkK5AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEfUlEQVRYw92Zb2gbZRzHv3fJJeaSS8698OWsNXRsbyzsxSYMWiaTquAibhSk0rCJf5hzpy1MGbIgFuefF4FN1FcNOlBBaZWq0woGpyCMsUMZjjHtiUVEQTOki91c4/NcLun9eZ5b7rw0wy8lOX6XT55vnufJk+f5FuiuEnmj6wRLY/xb+4GMXA8AcIjgUoo+H1snD/UAAJsIoQm/m58AycEgAJMIofV+N/8AssUgAJMIoQt+N78EXg0EMIkQ2ojUXBFbbJXkeSSsQXgd0L1A5oSGk/bSsxXsBZ8IoS2Q95ZE1VZJrUCqNS8nIT5y0AM8OVNB3l6aNjAOPhFCJWLj4m/2SpK4Gm5e5rDQuOoFci5Xhw3sAp8IIdr+gnPdW0HWchVnA8TVOXspZ2ARfCKADs1T9ZmuDhi2As+VDchVqaukWfgwUlct0Xn9w7CrrySfviJATvX01a5oXZFlT3h7yVG6CqUmvCJU2G0QIFfArQ5XOhawWJ6IztUAcBTj35ZtpcZ73y1dePQJchVjAzfc/f7LDleXTw89eKo4ySFC6AH6F3vRXhqZeuaOqkiXnT1sQB4Z7beX4kdGj20Ti3EOEUJfs7+WkEqcX5cmMOVwRR/Spqv10bhidLm5hN509jVgAw9ILTtG0NxLGN+ATYRQxrtHM3ci+tMFCCobmKykCw5XGnmQt78FNhFGD3sq37cuHucA0shnzi2XZj7t4xE9VIZ+D9ZUcgevyX6krrGr7Fo11OhYtaarRiDif9VXQU54u+/fPXYd+up9X+25N6ArFhCRkvkd1lV1RuvElT8Qkfb9tFO1/35cc73yByJSEQdmOzochwbCKddnXfzSLSCUKxXikb931lKFbgFh9BUwj59RVroGhNHnSP2DuIGBg1qXgDDbAh1CHeKs0mjo0QJjrIyrQx0lq1K9fRD878C6oR28FG6/Z+lb4TXyKdneXoLSeSLmDzw0iptLnHUj7R5x6QqnjXSVdO0SYkanpvyB1EUyxC9wUrism5n4gtNIvr9/E4bK73TcVf5Aetgnhcv0uQrn/ywy34VM2cZlPHUPmcHmUf6aWgWydzGC0FyBFdtZcVyq5JpXpWnae29u9WnYPMoH0cdJ74yfVlmxnRXHuV+vGHHy46XMisv8RsSgCeIAvK5mKszYzorj6A46vZnK7MJjmkLe4YwmX+I3IpWC9hXD1Rk1ufn5QQh3OmM7K45zvT4/f4L4OZc4W+Y3Yh7lg+jHjPdzHNbNGf/ucazGdmjFcS5XiToNPTH3gV8j9CgfSMc3eWd7vE4mSi1ZiFUcsZ0Vxzldxcgn2ArcFvVpY9ZTEq5oxJVcEQrt2O5XrR3HDTvm1QwZOLI0jFfxWISmqhLjG73wknaoJlUzeju2GzfacZyzb5+jQ3y7Nr2yTo/Q1e/3sVKHub9uKStqwmjHdrHBVhyXcKyi8kY6ituL8tC2NTqw6UKxHdtZ/++YIgNqoJdKLUursZ1stOI4UeupKyxuWI3t6Ja1GcfdeD0cvK3Y7g26QtM4LlHtkZF/AY7rs0Pb1K9VAAAAAElFTkSuQmCC)

where ![\mu](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANBAMAAACN24kIAAAAJ1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAilU6eAAAADHRSTlMAGL90SOkyna/7YPPYol29AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAQElEQVQI12MQMmBwZWBgyClg6AFSMgUMnUCKp4ChEoUCCyow6ICow4timhYwcO5uzIxiYOBkAAMeKCUAppjAFABloQuGXzz1nQAAAABJRU5ErkJggg==) is the mean (the peak) and ![\sigma](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAJBAMAAAAWSsseAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAz/P73Z3pMmCLGK9Iv3RwtHOHAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAP0lEQVQI12NgENJX/s/AwOLAmsDOwFDfwGDKwMAwfwGDCJCKX8CwGcQ7wHANSJ3fwJAKpNi+8ykAKS5hXyAJAIaJC/usuNLOAAAAAElFTkSuQmCC) represents the standard deviation (per each of the variables ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAKBAMAAAB/HNKOAAAALVBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAOrOgAAAADnRSTlMAMt37SOkYdPPPi52/rxtZTnEAAAAJcEhZcwAADsQAAA7EAZUrDhsAAAA3SURBVAjXY2AAAyETBtYEhpIIhllAjtzqAiDJ8xokwQImeQ6DyOV5FxgYGAN430xk4C1giBAAAAj9CqXrlcmGAAAAAElFTkSuQmCC) and ![y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAANBAMAAABiGeI2AAAAKlBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADmU0mKAAAADXRSTlMAYN3zGOmLdM/7v68yfucPvQAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAENJREFUCNdjYFR2YBBlcKstYOhkYOCFkYuBpACYTACTGxhaGRiYp1cZMTCwT97SwQAC1iCC5w4Dg2cB0wYGBu7J6gwAFJoN3fwIGN8AAAAASUVORK5CYII=))

### Median Filter

The median filter run through each element of the signal (in this case the image) and replace each pixel with the **median** of its neighboring pixels (located in a square neighborhood around the evaluated pixel).

### Bilateral Filter

* So far, we have explained some filters which main goal is to smooth an input image. However, sometimes the filters do not only dissolve the noise, but also smooth away the edges. To avoid this (at certain extent at least), we can use a bilateral filter.
* In an analogous way as the Gaussian filter, the bilateral filter also considers the neighboring pixels with weights assigned to each of them. These weights have two components, the first of which is the same weighting used by the Gaussian filter. The second component takes into account the difference in intensity between the neighboring pixels and the evaluated one.
* For a more detailed explanation you can check [this link](http://homepages.inf.ed.ac.uk/rbf/CVonline/LOCAL_COPIES/MANDUCHI1/Bilateral_Filtering.html)

## Code

* **What does this program do?**
  + Loads an image
  + Applies 4 different kinds of filters (explained in Theory) and show the filtered images sequentially
* **Downloadable code**: Click [here](https://github.com/opencv/opencv/tree/master/samples/cpp/tutorial_code/ImgProc/Smoothing.cpp)
* **Code at glance:**

#include *"opencv2/imgproc/imgproc.hpp"*

#include *"opencv2/highgui/highgui.hpp"*

**using** **namespace** std;

**using** **namespace** cv;

*/// Global Variables*

int DELAY\_CAPTION = 1500;

int DELAY\_BLUR = 100;

int MAX\_KERNEL\_LENGTH = 31;

Mat src; Mat dst;

char window\_name[] = "Filter Demo 1";

*/// Function headers*

int display\_caption( char\* caption );

int display\_dst( int delay );

*/\*\**

*\* function main*

*\*/*

int main( int argc, char\*\* argv )

{

namedWindow( window\_name, CV\_WINDOW\_AUTOSIZE );

*/// Load the source image*

src = imread( "../images/lena.jpg", 1 );

**if**( display\_caption( "Original Image" ) != 0 ) { **return** 0; }

dst = src.clone();

**if**( display\_dst( DELAY\_CAPTION ) != 0 ) { **return** 0; }

*/// Applying Homogeneous blur*

**if**( display\_caption( "Homogeneous Blur" ) != 0 ) { **return** 0; }

**for** ( int i = 1; i < MAX\_KERNEL\_LENGTH; i = i + 2 )

{ blur( src, dst, Size( i, i ), Point(-1,-1) );

**if**( display\_dst( DELAY\_BLUR ) != 0 ) { **return** 0; } }

*/// Applying Gaussian blur*

**if**( display\_caption( "Gaussian Blur" ) != 0 ) { **return** 0; }

**for** ( int i = 1; i < MAX\_KERNEL\_LENGTH; i = i + 2 )

{ GaussianBlur( src, dst, Size( i, i ), 0, 0 );

**if**( display\_dst( DELAY\_BLUR ) != 0 ) { **return** 0; } }

*/// Applying Median blur*

**if**( display\_caption( "Median Blur" ) != 0 ) { **return** 0; }

**for** ( int i = 1; i < MAX\_KERNEL\_LENGTH; i = i + 2 )

{ medianBlur ( src, dst, i );

**if**( display\_dst( DELAY\_BLUR ) != 0 ) { **return** 0; } }

*/// Applying Bilateral Filter*

**if**( display\_caption( "Bilateral Blur" ) != 0 ) { **return** 0; }

**for** ( int i = 1; i < MAX\_KERNEL\_LENGTH; i = i + 2 )

{ bilateralFilter ( src, dst, i, i\*2, i/2 );

**if**( display\_dst( DELAY\_BLUR ) != 0 ) { **return** 0; } }

*/// Wait until user press a key*

display\_caption( "End: Press a key!" );

waitKey(0);

**return** 0;

}

int display\_caption( char\* caption )

{

dst = Mat::zeros( src.size(), src.type() );

putText( dst, caption,

Point( src.cols/4, src.rows/2),

CV\_FONT\_HERSHEY\_COMPLEX, 1, Scalar(255, 255, 255) );

imshow( window\_name, dst );

int c = waitKey( DELAY\_CAPTION );

**if**( c >= 0 ) { **return** -1; }

**return** 0;

}

int display\_dst( int delay )

{

imshow( window\_name, dst );

int c = waitKey ( delay );

**if**( c >= 0 ) { **return** -1; }

**return** 0;

}

## Explanation

## 1. boxFilter

Blurs an image using the box filter.

Let’s check the OpenCV functions that involve only the smoothing procedure, since the rest is already known by now

**Python:**cv2.**boxFilter**(src, ddepth, ksize[, dst[, anchor[, normalize[, borderType]]]]) → dst

|  |  |
| --- | --- |
| **Parameters:** | * **src** – input image. * **dst** – output image of the same size and type as src. * **ddepth** – the output image depth (-1 to use src.depth()). * **ksize** – blurring kernel size. * **anchor** – anchor point; default value Point(-1,-1) means that the anchor is at the kernel center. * **normalize** – flag, specifying whether the kernel is normalized by its area or not. * **borderType** – border mode used to extrapolate pixels outside of the image. |

The function smoothes an image using the kernel:

![\texttt{K} =  \alpha \begin{bmatrix} 1 & 1 & 1 &  \cdots & 1 & 1  \\ 1 & 1 & 1 &  \cdots & 1 & 1  \\ \hdotsfor{6} \\ 1 & 1 & 1 &  \cdots & 1 & 1 \end{bmatrix}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANMAAABZBAMAAABWAgxUAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAdK8ynb8Y+4vd6UjP82B3cA7qAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABvklEQVRo3mNgwA34////wEAdcP///w345PkdBQWoZNVDQXn8VoFkjQIQAshsZlV8WlFkwdr4CVq16/8EOB+Zzb3+Jx6dKLIQbYStYth/ACGAzOb+g08riixYGxFW8SMZj8xmwGsViiz/ILQKKSkgsxm+4rUKWZY/YERbRTiuuG8jMI2TBXcdAg+VFEg/q/KRjEdms+G1CkU2n0irUpGUILPZovFahSwL1kaEVdQCo1aNWjVq1WiLabTFNNpiopFV7NRsMbGPtphGW0xYW0zyn5j/K9CnEmEJYKugU33FEcAZgFbXzF/GvIA2VmmhCVpu/MPTQBOrAj+DmbNWgUACkDWZwV+KNgG4fAla+F1gsP9MG6t+mCegiDEuYOCaQBurJrCiJguOCwzbP9AoBbIVo8QV3ze2yR9plK8YPFEz+i8tg+mtCTSwqv8Tw/oJKILu0xieB4w2pEetGlFWcRlQ0Sr8hg14AHKAnNdMAFPHKn9g2cLyEz+mklXbHYDt2BL8eDSxj1o1atXoGNPoGNPoGNPorNzorNzoGBPD6KzcCLZK2Jha3R5j4/34raLe4qJ6AouL2NLSEqhkVVpaGgMAeamWhXUy0iMAAAAASUVORK5CYII=)

where

![\alpha = \fork{\frac{1}{\texttt{ksize.width*ksize.height}}}{when \texttt{normalize=true}}{1}{otherwise}](data:image/png;base64,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)

Unnormalized box filter is useful for computing various integral characteristics over each pixel neighborhood, such as covariance matrices of image derivatives (used in dense optical flow algorithms, and so on). If you need to compute pixel sums over variable-size windows, use [**integral()**](https://docs.opencv.org/2.4/modules/imgproc/doc/miscellaneous_transformations.html#void%20integral(InputArray%20src,%20OutputArray%20sum,%20int%20sdepth)) .

.

1. **Normalized Block Filter:**

OpenCV offers the function [blur](http://docs.opencv.org/modules/imgproc/doc/filtering.html?highlight=blur#blur) to perform smoothing with this filter.

**Python:**cv2.**blur**(src, ksize[, dst[, anchor[, borderType]]]) → dst

|  |  |
| --- | --- |
| **Parameters:** | * **src** – input image; it can have any number of channels, which are processed independently, but the depth should be CV\_8U, CV\_16U, CV\_16S, CV\_32F or CV\_64F. * **dst** – output image of the same size and type as src. * **ksize** – blurring kernel size. * **anchor** – anchor point; default value Point(-1,-1) means that the anchor is at the kernel center. * **borderType** – border mode used to extrapolate pixels outside of the image. |

The function smoothes an image using the kernel:

![\texttt{K} =  \frac{1}{\texttt{ksize.width*ksize.height}} \begin{bmatrix} 1 & 1 & 1 &  \cdots & 1 & 1  \\ 1 & 1 & 1 &  \cdots & 1 & 1  \\ \hdotsfor{6} \\ 1 & 1 & 1 &  \cdots & 1 & 1  \\ \end{bmatrix}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAawAAABZBAMAAACQzg2BAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAdK8ynb8Y+4vd6UjPYPNEGhXNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEgElEQVR42u2cX2gcRRzHv97d7v3L3SUExCcTEA0UaZcGCaIk1wcp+mBXaH2oxa5ITvoHL9jaNFRJQNqCIDkSqqCUBtSIB20OI1Ty4C1VkIpgwIdCX66F0ooKibF6V5tknN25P3uXvXC2m3Uzzo/M5jeTfCfzycxvdmbu9gBvWIKQRYeqihNyF17B2tHR7lBVsY4O72Dl6GW7WivwP2rv25hVxnxPYc2RTDUfnblj69uYVVb2vdVbeb1WEF22923MKmO+t7ASlvZhuYlvo9UbfYHlBpYl9vFnE99Gqzb6AktgbWRsfZ2rJY6mjIvztSRmQoHlOFba0j552d63Mass7UGswZwF5SV738asMuZ7C8sxE1gCS2AJLIHlIJb1oIQfLOtByb1iefHkyXpQcm9Ynjx5Stw3lidPnhzA8uIKPqEKrM1zlsErli6w1ljQ0ZOnE5tuJnT75InTCT7NJ9Zg7r6xxMlTs39o5eSpa8lPuvnbbwVU+TiH28iQGla5xNrC46Y/9MIfhhPOGjbND9Znn3DZW6U+rf4PEJdtcUOwMhKfU4Z8hMPYCqh4lsPeGl/CTIY/LC+tCTcSK1CsuvEm71y8blwW2Epy27UWdL7VBnF9kSu9la61RrFXPWJcJB399FvMnJ8lZX1doUFcKep3DyvRmtSnI1/FiufW1xWaFOVdxIqRJWwtnkGejCFN75ft/g/eZLfsbcsxMhQlJSB06wd9nJDbiJVmdOx7/auhep1Mdb/jyeEXywzv0p2gkWPihT1/m0VmDa711suK7+yh34AD3UinUhe0vlNPs8ky0o6gAnkC2PngLl0upDTEVmdvYHD4l/l6nfxX6uBN//FXL5exfu1PspwhLnRe+MIsMmtwC8t3E3Tl8RDQRpuH8DS+hWyuhyElzQi6BKwgXB6Ed7EH/nMrDTpo+FBro7/OwqyQk9Ry7pLxlWdFtUEYUZzE+tgOaz8dQz9+Os+ah6yG0co7y0Pq2TkTK7poia3HMb71+UyjLjKNIB2JuXIg+fRyjmJNYIAVuRpb549A1r78nDUvMgVUt8/R82+drGBJFqyf4rmxBh2yQHCsNj9QLJajWKeVyy1ivWOTQkp9ahVLe84YYQnFHIRZRJXvgW/Yz5Z6dpstk1cQNxo1wLDMMVSnw8EpzLZNoU2pYpVzFOth8n4Va2A9rMCdtQm7MvWp1fuWFukO3+7dSUP/MTqUUge6X/to+zGgLwkMz71tRL2GnvfOTSLdudfA2mejQzaVmpBHZns0+I8aDJLOcob4GUZK+9uoYR2s6NG1CReT9anFVQYpFYrSluIkuggZKtCAGJO/G1EY1t7QMTxASBGBW7sJQqOT2E+ukKG1uhjVlXB4eBIGlkRWRotmzhR3kdUkKzJq4GVN6D+BQ2f4W+qGdOAqf1jyG8orP3O4MXliYaRd7LcElsByD0s8bWcx8bTdf4MlHsbYVFjisTSBtRliSzxtJ2ZCgfXvscR7nqwmnrYTWALr/4fV2evUS0H+3qe8g+XcByIFPfSBSHKq8rqkI1X9A9kdRv2qiHT1AAAAAElFTkSuQmCC)

The call blur(src, dst, ksize, anchor, borderType) is equivalent to boxFilter(src, dst, src.type(), anchor, true, borderType)

1. **Gaussian Filter:**

**Python:**cv2.**GaussianBlur**(src, ksize, sigmaX[, dst[, sigmaY[, borderType]]]) → dst

|  |  |
| --- | --- |
| **Parameters:** | * **src** – input image; the image can have any number of channels, which are processed independently, but the depth should be CV\_8U, CV\_16U, CV\_16S, CV\_32F or CV\_64F. * **dst** – output image of the same size and type as src. * **ksize** – Gaussian kernel size. ksize.width and ksize.height can differ but they both must be positive and odd. Or, they can be zero’s and then they are computed from sigma\* . * **sigmaX** – Gaussian kernel standard deviation in X direction. * **sigmaY** – Gaussian kernel standard deviation in Y direction; if sigmaY is zero, it is set to be equal to sigmaX, if both sigmas are zeros, they are computed from ksize.width and ksize.height , respectively (see **[getGaussianKernel()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html" \l "Mat%20getGaussianKernel(int%20ksize,%20double%20sigma,%20int%20ktype)" \o "Mat getGaussianKernel(int ksize, double sigma, int ktype))** for details); to fully control the result regardless of possible future modifications of all this semantics, it is recommended to specify all of ksize, sigmaX, and sigmaY. * **borderType** – pixel extrapolation method (see **[borderInterpolate()](https://docs.opencv.org/2.4/modules/imgproc/doc/filtering.html" \l "int%20borderInterpolate(int%20p,%20int%20len,%20int%20borderType)" \o "int borderInterpolate(int p, int len, int borderType))** for details). |

The function convolves the source image with the specified Gaussian kernel. In-place filtering is supported.

It is performed by the function [GaussianBlur](http://docs.opencv.org/modules/imgproc/doc/filtering.html?highlight=gaussianblur" \l "gaussianblur) :

1. **Median Filter:**

**Python:**cv2.**medianBlur**(src, ksize[, dst]) → dst

|  |  |
| --- | --- |
| **Parameters:** | * **src** – input 1-, 3-, or 4-channel image; when ksize is 3 or 5, the image depth should be CV\_8U, CV\_16U, or CV\_32F, for larger aperture sizes, it can only be CV\_8U. * **dst** – destination array of the same size and type as src. * **ksize** – aperture linear size; it must be odd and greater than 1, for example: 3, 5, 7 ... |

The function smoothes an image using the median filter with the ![\texttt{ksize} \times \texttt{ksize}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAAALBAMAAAC+HK95AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnfsYYK+/8zKL6d1Iz3Szk/CEAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABPklEQVQoz32RT0sCQRyGn1o3pHTxGF0Ug0D20NJeQpCiPkAaREGXoD/noEun2oJOEQj1AYTo4iUJhIiibnm0IIj6DIIkhEo0zcxmB3UbGGZ4f8/L7x/xBJ2zR/8ThBj1v+9KgDUQqQcYCMcgNPsfUl8QWXPfXouIFoYQ4pvw1YSjIjmoBSDHyXWlD+2yOv9YxShjNNz0DoenJyXlMGNW1bd2I+HU9LvSlx22sPLwAg43Dk8YTW3J1X4L60aiMWY8+GxBpr2B1hk+h0khvrRlZNu39iCDsuoHaM95uJGxkq8X5U11xlBb8t8eZDCv9cZAgTtoaj1doMIbvKqIVTWz/ZFogagn2+aC+9GDhJyBQ9F1y0zdHo3rpKDT9iKGXVl0iIszkdi8tD1LiI+Q7EHO/9n21F7leE211z5IJnnND7ZfkMF29mIZAAAAAElFTkSuQmCC) aperture. Each channel of a multi-channel image is processed independently. In-place operation is supported.

1. **Bilateral Filter**

**Python:**cv2.**bilateralFilter**(src, d, sigmaColor, sigmaSpace[, dst[, borderType]]) → dst

|  |  |
| --- | --- |
| **Parameters:** | * **src** – Source 8-bit or floating-point, 1-channel or 3-channel image. * **dst** – Destination image of the same size and type as src . * **d** – Diameter of each pixel neighborhood that is used during filtering. If it is non-positive, it is computed from sigmaSpace . * **sigmaColor** – Filter sigma in the color space. A larger value of the parameter means that farther colors within the pixel neighborhood (see sigmaSpace ) will be mixed together, resulting in larger areas of semi-equal color. * **sigmaSpace** – Filter sigma in the coordinate space. A larger value of the parameter means that farther pixels will influence each other as long as their colors are close enough (see sigmaColor ). When d>0 , it specifies the neighborhood size regardless of sigmaSpace . Otherwise, d is proportional to sigmaSpace . |

The function applies bilateral filtering to the input image, as described in <http://www.dai.ed.ac.uk/CVonline/LOCAL_COPIES/MANDUCHI1/Bilateral_Filtering.html> bilateralFilter can reduce unwanted noise very well while keeping edges fairly sharp. However, it is very slow compared to most filters.

*Sigma values*: For simplicity, you can set the 2 sigma values to be the same. If they are small (< 10), the filter will not have much effect, whereas if they are large (> 150), they will have a very strong effect, making the image look “cartoonish”.

*Filter size*: Large filters (d > 5) are very slow, so it is recommended to use d=5 for real-time applications, and perhaps d=9 for offline applications that need heavy noise filtering.

1. **Results**

* The code opens an image (in this case lena.jpg) and display it under the effects of the 4 filters explained.
* Here is a snapshot of the image smoothed using medianBlur:
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